**Exercise#01**

import heapq

def astar(graph, start, goal, heuristic):

"""

Find the shortest path from start to goal in a weighted graph using A\* search algorithm.

:param graph: the weighted graph (dictionary of vertices and their edges with weights)

:param start: the starting vertex

:param goal: the goal vertex

:param heuristic: the heuristic function (dictionary of estimated distances from each vertex to the goal)

:return: the shortest path from start to goal

"""

queue = [(0, [start])]

visited = set()

while queue:

(cost, path) = heapq.heappop(queue)

vertex = path[-1]

if vertex == goal:

return path

if vertex in visited:

continue

visited.add(vertex)

for (neighbor, edge\_cost) in graph[vertex]:

if neighbor not in visited:

neighbor\_cost = cost + edge\_cost

neighbor\_heuristic = heuristic[neighbor]

neighbor\_f = neighbor\_cost + neighbor\_heuristic

neighbor\_path = path + [neighbor]

heapq.heappush(queue, (neighbor\_f, neighbor\_path))

return None

graph = {

'Ar': [('Zerind', 75), ('Sibiu', 140), ('Timisoara', 118)],

'Zerind': [('Ar', 75), ('Oradea', 71)],

'Oradea': [('Zerind', 71), ('Sibiu', 151)],

'Sibiu': [('Ar', 140), ('Oradea', 151), ('Fagaras', 99), ('Rimnicu Vilcea', 80)],

'Timisoara': [('Ar', 118), ('Lugoj', 111)],

'Lugoj': [('Timisoara', 111), ('Mehadia', 70)],

'Mehadia': [('Lugoj', 70), ('Drobeta', 75)],

'Drobeta': [('Mehadia', 75), ('Craiova', 120)],

'Craiova': [('Drobeta', 120), ('Rimnicu Vilcea', 146), ('Pitesti', 138)],

'Rimnicu Vilcea': [('Sibiu', 80), ('Craiova', 146), ('Pitesti', 97)],

'Fagaras': [('Sibiu', 99), ('Bucharest', 211)],

'Pitesti': [('Rimnicu Vilcea', 97), ('Craiova', 138), ('Bucharest', 101)],

'Bucharest': [('Fagaras', 211), ('Pitesti', 101), ('Giurgiu', 90), ('Urziceni', 85)],

'Giurgiu': [('Bucharest', 90)],

'Urziceni': [('Bucharest', 85), ('Hirsova', 98), ('Vaslui', 142)],

'Hirsova': [('Urziceni', 98), ('Eforie', 86)],

'Eforie': [('Hirsova', 86)],

'Vaslui': [('Urziceni', 142), ('Iasi', 92)],

'Iasi': [('Vaslui', 92), ('Neamt', 87)],

'Neamt': [('Iasi', 87)]

}

h1 = {

'Ar': 366,

'Bucharest': 0,

'Craiova': 160,

'Drobeta': 242,

'Eforie': 161,

'Fagaras': 176,

'Giurgiu': 77,

'Hirsova': 151,

'Iasi': 226,

'Lugoj': 244,

'Mehadia': 241,

'Neamt': 234,

'Oradea': 380,

'Pitesti': 100,

'Rimnicu Vilcea': 193,

'Sibiu': 253,

'Timisoara': 329,

'Urziceni': 80,

'Vaslui': 199,

'Zerind': 374

}

print(astar(graph, 'Ar', 'Bucharest', h1))

def a\_star(graph, start, goal, heuristic):

"""

A\* algorithm implementation.

:param graph: dictionary representing the graph

:param start: starting node

:param goal: goal node

:param heuristic: function that takes two nodes and returns estimated cost between them

:return: list of nodes representing the optimal path from start to goal

"""

start\_path = [start]

cost = 0

f = cost + heuristic(start, goal)

queue = [(f, cost, start\_path)]

visited = set()

while queue:

f, cost, path = heapq.heappop(queue)

current\_node = path[-1]

if current\_node == goal:

return path

if current\_node not in visited:

visited.add(current\_node)

for neighbor, neighbor\_cost in graph[current\_node]:

if neighbor not in path:

new\_path = path + [neighbor]

new\_cost = cost + neighbor\_cost

f = new\_cost + heuristic(neighbor, goal)

heapq.heappush(queue, (f, new\_cost, new\_path))

return None

def straight\_line\_distance(node, goal):

h = h1[node] - h1[goal]

return h

start\_node = 'Ar'

goal\_node = 'Bucharest'

path = a\_star(graph, start\_node, goal\_node, straight\_line\_distance)

print(path)
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**Exercise#02**

import random

def drawBoard(board):

# This function prints out the board that is passed to it.

# "board" is a list of 10 strings representing the board (ignore index 0)

print()

print(' | |')

print(' '+board[7]+' | ' + board[8]+' | '+board[9])

print(' | |')

print('-----------')

print(' '+board[4]+' | ' + board[5]+' | '+board[6])

print(' | |')

print('-----------')

print(' | |')

print(' '+board[1]+' | ' + board[2]+' | '+board[3])

print(' | |')

def inputPlayerLetter():

# Lets the player type which letter they want to be their mark

# Returns a list with the player's letter as the first item, and the computer's letter as the second.

# For simplification, keeping X as the player's letter and O as the computer's letter

return ['X', 'O']

def whoGoesFirst():

# for simplification letting the computer go first

return 'computer'

def playAgain():

# This function returns True if the player wants to play again, otherwise it returns False.

print('Do you want to play again? (yes or no)')

return input().lower().startswith('y')

def makeMove(board, letter, move):

# This function simply marks the planned move (Location of the board with the player's letter.

board[move] = letter

def isWinner(bo, le):

# Given a board and a player's letter, this function returns True if that player has won.

# We use bo instead of board and le instead of letter so we don't have to type as much.

return ((bo[7] == le and bo[8] == le and bo[9] == le) or # across the top

(bo[4] == le and bo[5] == le and bo[6] == le) or # across the middle

(bo[1] == le and bo[2] == le and bo[3] == le) or # across the bottom

(bo[7] == le and bo[4] == le and bo[1] == le) or # down the left side

(bo[8] == le and bo[5] == le and bo[2] == le) or # down the middle

# down the right side

(bo[9] == le and bo[6] == le and bo[3] == le) or

(bo[7] == le and bo[5] == le and bo[3] == le) or # diagonal

(bo[9] == le and bo[5] == le and bo[1] == le)) # diagonal

def getBoardCopy(board):

# Make a duplicate of the board list and return it the duplicate

dupeBoard = []

for i in board:

dupeBoard.append(i)

return dupeBoard

def isSpaceFree(board, move):

# Return true if the passed move is free on the passed board.

return board[move] == ''

def getPlayerMove(board):

# Let the player type in his move

move = ''

while move not in '1 2 3 4 5 6 7 8 9'.split() or not isSpaceFree(board, int(move)):

print('What is your next move? (1-9)')

move = input()

return int(move)

def chooseRandomMoveFromList(board, movesList):

# Returns a valid move from the passed list on the passed board.

# Returns None if there is no valid move.

possibleMoves = []

for i in movesList:

if isSpaceFree(board, i):

possibleMoves.append(i)

if len(possibleMoves) != 0:

return random.choice(possibleMoves)

else:

return None

def getComputerMove(board, computerLetter):

# Given a board and the computer's letter, determine where to move and return that move.

# define the player's letter

if computerLetter == 'X':

playerLetter = 'O'

else:

playerLetter = 'X'

# define the maximize and minimize functions

def maximize(board):

# if the game is over, return the score

if isWinner(board, computerLetter):

return 10

elif isWinner(board, playerLetter):

return -10

elif board.count('') == 0:

return 0

# if the game is not over, evaluate all possible moves and return the maximum score

else:

maxEval = -float('inf')

for i in range(1, 10):

if isSpaceFree(board, i):

copy = getBoardCopy(board)

makeMove(copy, computerLetter, i)

eval = minimize(copy)

maxEval = max(maxEval, eval)

return maxEval

def minimize(board):

# if the game is over, return the score

if isWinner(board, computerLetter):

return 10

elif isWinner(board, playerLetter):

return -10

elif board.count('') == 0:

return 0

# if the game is not over, evaluate all possible moves and return the minimum score

else:

minEval = float('inf')

for i in range(1, 10):

if isSpaceFree(board, i):

copy = getBoardCopy(board)

makeMove(copy, playerLetter, i)

eval = maximize(copy)

minEval = min(minEval, eval)

return minEval

# call the maximize function on each possible move and return the move with the highest score

bestMove = None

maxEval = -float('inf')

for i in range(1, 10):

if isSpaceFree(board, i):

copy = getBoardCopy(board)

makeMove(copy, computerLetter, i)

eval = minimize(copy)

if eval > maxEval:

maxEval = eval

bestMove = i

return bestMove

def isBoardFull(board):

# Return True if every space on the board has been taken. Otherwise returns False.

for i in range(1, 10):

if isSpaceFree(board, i):

return False

return True

def getPossibleMoves(board):

# return a list of all possible moves

moves = []

for i in range(1, len(board)):

if board[i] == '':

moves.append(i)

return moves

def getState(board, computerLetter, playerLetter):

# get the current state

state = ''

for i in range(1, 10):

if board[i] == computerLetter:

state += '1'

elif board[i] == playerLetter:

state += '2'

else:

state += '0'

return state

def chooseMove(qTable, state):

# randomly select a move from the list of possible moves

if state in qTable:

possibleMoves = qTable[state]

move = random.choice(possibleMoves)

else:

move = random.randint(1, 9)

return move

def computerVsHuman():

# function for computer vs human simulation using a lookup table approach

board = ['']\*10

computerLetter, playerLetter = 'X', 'O'

turn = whoGoesFirst()

print('The ' + turn + ' will go first.')

# initialize the lookup table

qTable = {}

# draw all the moves

while True:

if turn == 'computer':

# get the current state

state = getState(board, computerLetter, playerLetter)

# choose a move using the lookup table

move = chooseMove(qTable, state)

# make the move

makeMove(board, computerLetter, move)

# print the move made by computer

print('Computer has made a move. Board is:')

drawBoard(board)

# check for a win

if isWinner(board, computerLetter):

drawBoard(board)

print('Computer has won the game!')

break

else:

if isBoardFull(board):

drawBoard(board)

print('The game is a tie!')

break

else:

turn = 'player'

else:

# get the player's move

move = getPlayerMove(board)

# make the move

makeMove(board, playerLetter, move)

# print the move made by the player

print('Player has made a move. Board is:')

drawBoard(board)

# check for a win

if isWinner(board, playerLetter):

drawBoard(board)

print('Player has won the game!')

break

else:

if isBoardFull(board):

drawBoard(board)

print('The game is a tie!')

break

else:

turn = 'computer'

computerVsHuman()

Output:

![](data:image/png;base64,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)